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Abstract: Nowadays, Internet-of-Things (IoT) devices generate data at high speed and large volume.
Often the data require real-time processing to support high system responsiveness which can be
supported by localised Cloud and/or Fog computing paradigms. However, there are considerably
large deployments of IoT such as sensor networks in remote areas where Internet connectivity is
sparse, challenging the localised Cloud and/or Fog computing paradigms. With the advent of the
Raspberry Pi, a credit card-sized single board computer, there is a great opportunity to construct
low-cost, low-power portable cloud to support real-time data processing next to IoT deployments.
In this paper, we extend our previous work on constructing Raspberry Pi Cloud to study its
feasibility for real-time big data analytics under realistic application-level workload in both native
and virtualised environments. We have extensively tested the performance of a single node Raspberry
Pi 2 Model B with httperf and a cluster of 12 nodes with Apache Spark and HDFS (Hadoop Distributed
File System). Our results have demonstrated that our portable cloud is useful for supporting real-time
big data analytics. On the other hand, our results have also unveiled that overhead for CPU-bound
workload in virtualised environment is surprisingly high, at 67.2%. We have found that, for big data
applications, the virtualisation overhead is fractional for small jobs but becomes more significant for
large jobs, up to 28.6%.

Keywords: internet of things; Raspberry Pi; Raspberry Pi Cloud; Micro Data Centre; big data;
virtualisation; Docker; energy consumption

1. Introduction

Low-cost, low-power embedded devices are ubiquitous, part of the Internet-of-Things (IoT).
These devices or things include RFID tags, sensors, actuators, smartphones, etc., which have substantial
impact on our everyday-life and behaviour [1]. Today’s IoT devices generate data at remarkable speed
which requires near real-time processing [2]. Such need has inspired a new computing paradigm
that advocates moving computation to the edge, closer to where data are generated for ensuring
low-latency and responsive data analytics [2]. Examples are localised Cloud Computing [3] and Fog
Computing [2].

Both localised Cloud and Fog Computing paradigms work only in populous environment
embedded with rich and high-speed connectivity. However, in many cases IoT devices are deployed
in inaccessible remote areas which have limited or no Internet connectivity to the outside world [4].
Lacking of connectivity effectively prevents these isolated IoT devices from accessing to either localised
Cloud or Fog Computing. This calls for a radically new computing paradigm which: (1) is capable of
processing data efficiently; (2) has the agility of Cloud Computing; (3) is portable to support on-demand
physical mobility; and (4) is low-cost, low-power for sustainable computing in remote areas.

This new computing paradigm has been made possible by the emergence of low-cost, low-power
credit card-sized single board computer—the Raspberry Pi [5]. As a result, there has been some
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pioneering novel networked systems with the Raspberry Pi. These innovative systems include a high
performance computing (HPC) cluster [6] and a scale model cloud data centre [7].

This style of system offers many advantages. The system is easy to provision at small scale and
requires minimal outlay. We have extended our original project in [7] and constructed a cloud of
200 networked Raspberry Pi 2 boards for US$ 9,000. Such systems are highly portable, running from a
single AC mains socket, and capable of being carried in a luggage.

In this paper, we have carried out an extensive set of experiments with representative real-life
workloads in order to understand the performance of such system in big data analytics. In summary,
the contribution of this paper is as follows:

• We designed and conducted a set of experiments to test the performance of a single node and
a cluster of 12 Raspberry Pi 2 boards with realistic network and CPU bound workload in both
native and virtualised environments.

• We have found that overhead for CPU-bound workload in virtualised environment is significant,
giving up to 67.2% performance impairment.

• We have found that the performance of running big data analytic in virtualised environment
comparable to native counterpart, albeit noticeable but trivial overhead for CPU, memory
and energy.

The rest of this paper is organised as follows: Section 3 gives an overview of background
technologies on Apache Spark and HDFS, the big data analytic tools used for experiments. We present
details of our experiment setups in Section 4, followed by description and analysis of our experiment
results in Section 5. We survey related literature and highlight our contribution in Section 2.
And Section 6 concludes the paper.

2. Related Work

Since its launch in 2012, the Raspberry Pi has quickly become one of the best-selling computers
and has stimulated various interesting projects across both industry and academia that fully exploit
the low cost low power full feature computer [6–11]. As of 29 February 2016, the total number of units
sold worldwide has passed 8 million [12].

Iridis-pi [6] and Glasgow Raspberry Pi Cloud [7] are among the first to use a large collection of
Raspberry Pi boards to construct clusters. Despite their similarity in hardware construction, their
nature is distinctively different. Iridis-pi is an educational platform that can be used to inspire and
enable students to understand and apply high-performance computing and data handling to tackle
complex engineering and scientific challenges. On the contrary, the Glasgow Raspberry Pi cloud is an
educational and research platform which emphasises development and understanding virtualisation
and Cloud Computing technologies. Other similar Raspberry Pi clusters include [8,13,14].

In spite of their popularity, there is surprisingly limited study on the performance of ab individual
node and a whole cluster under realistic workload. The author of [15], has run experiments to test
container-based technology on a single node Raspberry Pi. They evaluate the virtualisation impact on
CPU, Memory I/O, Disk I/O, and Network I/O and conclude that overhead is negligible compared
with native execution. However, the experiments focus mainly on the system level benchmarking and
do not represent realistic workload. The author of [8], studies energy consumption out of a 300-node
cluster but without a more representative workload. The author of [16], has studied the feasibility
of Raspberry Pi 2 based cluster built out of seven nodes for big data applications with more realistic
workloads using Apache Hadoop framework. The TeraSort is used to evaluate the cluster performance
and energy consumption that is reported.

In contrast to [8,15,16], our work concentrates on evaluation of system performance under realistic
application layer workload, featuring various workloads in httperf and Apache Spark. In addition, we
study and report the performance with and without virtualisation layer, which offers improved insight
into the suitability of virtualisation for a low-power, low-cost computer cluster. Our methodology is
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also partly inspired by [17], which evaluated the performance of Spark and MapReduce through a set of
diverse experiments for an x86 cluster.

3. Background

3.1. Spark

Apache Spark (https://spark.apache.org/docs/latest) is a general-purpose cluster computing
system. Spark can play the role of traditional ETL (extract, transform, and load) for data processing
and feeding data warehouses, and it can also perform other operations such as on-line pattern spotting
or interactive analysis.

Figure 1a illustrates the ways in which Spark can be built and deployed upon Hadoop components.
There are: (1) Standalone mode: where Spark interacts with HDFS directly but MapReduce could
collaborate with it in the same level to run jobs in cluster; (2) Hadoop Yarn: Spark just runs over Yarn
which is a Hadoop distributed container manager; (3) Spark in MapReduce (SIMR): in this case Spark
can run Spark jobs in addition to the standalone deployment.

Spark

Spark

MapReduceYarn / Mesos

HDFS

Spark

HDFSHDFS

Standalone Hadoop 2.x (YARN) Hadoop V1 (SIMR)

(a)

Namenode (Pi1)

Client

Client

Datanode

(Pi2)

Datanode

        (Pi3)

Datanode

(Pi12)

Write

Replication

...

(b)

Figure 1. Spark and HDFS (Hadoop Distributed File System) overview. (a) Spark deployment;
(b) HDFS architecture.

Spark generally processes data through the following stages: (1) the input data are distributed
on worker nodes; (2) then data are processed by the mapper functions; (3) following that, shuffling
process performs aggregation of similar patterns; and finally (4) reducers combine them all to get a
consolidated output.

In our experiments we have adopted Spark Standalone deployment. Both Spark and HDFS are
in cluster mode. In total there are 12 nodes, one Raspberry Pi represents the master and the others
represent workers.

3.2. HDFS

HDFS (https://wiki.apache.org/hadoop/HDFS/) is a distributed file system designed to run on
commodity hardware. It is designed to handle large datasets. HDFS distributes and replicates data on
the cluster members to protect system against failure that could happen due to nodes unavailability.

HDFS follows the master-slave paradigm. A HDFS cluster is composed of a namenode which is
the master (Pi1), it manages the file system name-space and regulates clients’ access to files, and it also
distributes blocks/data on the datanodes. Datanode can be present in each node of the cluster. It is
responsible for serving read and write requests from the file system’s clients, it also manages blocks
creation, deletion, and replication according to the instructions coming from the namenode. Figure 1b
depicts the HDFS architecture.
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3.3. Docker

Docker (https://www.docker.com/what-docker) allows applications packaging with all their
dependencies into software containers. Different from the Virtual Machine design which requires an
entire operating system to run the applications on, Docker enables sharing the system kernel between
containers by using the resource isolation features available on Linux environment such as cgroups
and kernel namespaces. Figure 2 illustrates Docker’s approach.

Infrastructure

Operating System

Docker Engine

App 1

Bins/Libs

App 2

Bins/Libs

App 3

Bins/Libs

Figure 2. Docker containers.

4. Experiment Setup

We describe in detail our testbed, methodology and performance metrics used to evaluate different
combinations of tests in this section.

In an edge cloud we anticipate two distinctive environments—either a native environment for high
performance or a virtualised environment for high elasticity. Therefore, we have tested the performance
of single nodes and clusters in both environments. In all experiments we either use a single node
Raspberry Pi 2 Model B, which has a 900 MHz quad-core ARM Cortex-A7 CPU, 1 G RAM, and a
100 Mbps Ethernet connection, or a cluster of 12 nodes. For their virtualised counterparts, we have
configured the node(s) with Docker, a lightweight Linux Container virtualisation, on each Raspberry
Pi with Spark and HDFS running atop. We have chosen Spark because it has become one of the most
popular big data analytics tools. We selected Docker not only because it is low-overhead OS level
virtualisation but also the full virtualisation has not been fully supported by Raspberry Pi 2’s hardware.
The operating system (OS) installed on the Raspberry Pis is Raspbian (https://www.raspbian.org/).

4.1. Single Node Experiments

In this set of experiments, we attempt to find the baseline performance with and without
virtualisation for a single Raspberry Pi 2 Model B board. The experiments include using a client,
which has an Intel i7-3770 3.4 GHz quad-core CPU, 16 GB RAM and 1 Gbp/s Ethernet, sending
various workload to server, a Raspberry Pi node, using httperf [18]. The client used is remarkably more
powerful than the server for ensuring that performance will only be limited by server’s bottleneck.
The server runs Apache web server to process web requests from client. The client is instructed to
generate a large number of Web (HTTP) requests for pulling web documents of size 1 KB, 4 KB, 10 KB,
50 KB, 70 KB and 100 KB respectively from servers using httperf. These workload sizes are chosen
because traffic in cloud data centre is comprised of 99% small mice flows and 1% large flows [19].
For each specific workload size, the client starts from sending a very small number of requests per
second to the server initially, and gradually increases the number of requests per second by 100 until
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the server cannot accommodate any additional requests. This means that the server has reached its
full capacity.

4.2. Cluster Experiments

We have conducted all experiments on a low-power compute cluster consist of 12 Raspberry
Pi 2 Model B. All Raspberry Pis are interconnected with a 16-Port Gbp/s switch. Alongside with
system performance metrics, we are equally interested in energy consumption of the whole cluster
when experiment is underway. We used MAGEEC (http://mageec.org/wiki/Workshop) ARM Cortex
M4-based STM32F4DISCOVERY board to measure energy consumption of individual Raspberry Pi
throughout experiments. This board was designed by the University of Bristol for high frequency
measurement of energy usage.

Also on each node, we installed Spark 1.4.0 and Hadoop 2.6.4 for its HDFS. We configured node 1,
i.e., Pi 1, as a master for Hadoop and Spark, and others, i.e., Pi 2–12, as workers.

For Spark, each worker was allocating 768 MB RAM and all 4 CPU cores. For HDFS, we set the
number of replica to 11 so that data are replicated on each worker node. This set-up was not only
considered for high availability but also to avoid high network traffic between nodes as we predict
that Raspberry Pi has a hardware limitation on the network interface speed. Figure 3a shows the
cluster design.

Switch

Pi1 - Master Pi7 - Worker

Pi2 - Worker Pi8 - Worker

Pi3 - Worker

Pi4 - Worker

Pi9 - Worker

Pi10 - Worker

Pi5 - Worker Pi11 - Worker

Pi6 - Worker Pi12 - Worker

(a)
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Worker 2 

container

Worker 3 

container

Worker 4 
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container

Worker 5 

container

Worker 7 

container

Worker 8 

container

Worker 9 

container

Worker 10 
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container
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container

(b)

Figure 3. Cluster Layout. (a) Native set-up; (b) Virtualised set-up.

In the second phase of the experiment, we installed Docker and created a Docker container on
each node of the cluster. Docker container hosts both Spark 1.4.0 and Hadoop 2.6.4 with the same
setup as in the native environment. So the container is considered as a Virtual Machine running on the
Raspberry Pi. We have established a network connection between the 12 containers and have made
them able to communicate between each other. Figure 3b illustrates this set-up.

In both native and virtualised environments, we have run both Wordcount and Sort jobs on our
low-power cluster with job sizes varying from 1 GB to 4 GB and to 6 GB, representing small, medium
and large job sizes respectively. The large job size was set to 6 GB because we have found that
job size greater than this will cause Docker daemon forcibly killed by the OS because the CPU is
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significantly overloaded with the process. Also in all experiments we left the system idle for 20 s and
the experiments started at the 21-st s.

In all experiments, we have measured and collected the following metrics to examine
the performance:

• Execution time: the time taken by each job running different workloads.
• Network throughput: the transmission and reception rates in each node of the cluster.
• CPU utilisation: the CPU usage in each cluster node.
• Energy consumption: energy consumed by a Raspberry Pi worker node (chosen randomly).

5. Experiment Results

5.1. Single Node Performance

Our test results for single node performance are shown in Figure 4. We first examine the results
for native environment. Obviously, Figure 4a shows that the average number of network requests
served by the server decreases from 2809 req/s to 98 req/s for 1 KB and 100 KB workloads respectively.
In the meantime, their corresponding network throughput, as shown in Figure 4b and CPU utilisation,
as shown in Figure 4c exhibit monotonically increasing and decreasing patterns respectively, but with
flatter tails. The average network throughput for 1 KB and 100 KB workloads are 22.5 Mbp/s and
78.4 Mbp/s respectively, whereas CPU utilisation for 1 KB and 100 KB workloads are 67.2% and 22.3%
respectively. These observations demonstrate that small-sized workloads such as 1 KB and large-sized
workloads such as 100 KB are CPU and network bounded respectively.
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Figure 4. Single server performance. (a) Server throughput; (b) Network throughput;
(c) CPU utilisation.

Next we examine the results for virtualised environment. At first glance we can clearly
observe that all results for virtualised environment exhibit identical patterns as native environment.
However, our performance has pinpointed significant virtualisation overhead, particularly for small
workloads. Figure 4a shows that server throughput for 1 KB workload is profoundly impaired by 65.9%,
dropping from 2, 809 req/s to 957.5 req/s, leading to significant degradation in network throughput
(Figure 4b) while the CPU utilisation remains equally high as native counterpart. Similarly the
impairment for 4 KB and 10 KB workloads are 59.6% and 36.4% respectively. Nevertheless, the
performance for large workloads including 30 KB, 50 KB, 70 KB and 100 KB, in terms of server and
network throughput, are on par with their native counterparts. In comparison the CPU utilisation for
these workloads are only 12%–23%, representing fractional but significant overhead.

The remarkable overhead observed for the small-sized workloads has inspired us to investigate
this issue further. When Docker is installed, a software-based bridged network, by which the Docker
daemon connects containers to this network by default, is automatically created. Therefore, when
workload is small not only the hardware network interface frequently interrupts CPU for packet
delivery but also the software bridge triggers similar amount of interrupts for container under test.
On the contrary, when workload is large, fewer hardware and software interruptions arise from both
physical and virtual network interface.
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5.2. Spark and HDFS in the Native Environment

We first present Spark’s performance in the native environment. Table 1 shows the total execution
time for 1 GB, 4 GB and 6 GB jobs. We observed that job completion time varies with actual job sizes.
For instance, for WordCount, it increases slightly from 60.2 s for 1 GB job by 9.3% to 65.8 s for 4 GB job
but increases substantially by 82.4% to 109.8 s for 6 GB job. Similar trend is observed in Sort, it takes
122.4 s to complete 1 GB job, then 129.7 s and 224.8 s, or 5.96% and 83.7% longer, for 4 GB and 6 GB files
respectively. Comparing job completion time between WordCount and Sort, it is apparent that Sort is
more CPU demanding because time taken by Sort job is almost usually double of what is consumed by
WordCount. This is because in Sort, words need to be counted and then sorted, whereas in WordCount
words need only to be counted.

Table 1. Execution times for WordCount and Sort jobs in the Native Environment.

File Size “Native” WordCount “Native” Sort

1 GB 60.2 s 122.4 s
4 GB 65.8 s 129.7 s
6 GB 109.8 s 224.8 s

To explain this non-linear increase in completion time between 4 GB and 6 GB jobs, we have
investigated further and found that Sort for 4 GB job requires 32 tasks whilst 6 GB file needs 46.
Given that there are 44 cores available in the cluster, there is sufficient computation capacity for
accommodating 32 task concurrently. However, in the case when 45 or more tasks are spawn,
all available cores are used, as demonstrated in Figure 5c, and the remaining tasks will have to
wait for CPU time. Worse still, if they depend on some specific tasks, they will have to wait until their
completion although free CPU time will arise when some non-dependent tasks finish early. On the
other hand, Spark is memory hungry whilst Raspberry Pi’s RAM is sparse. As evidenced by Figure 5c,
memory has been fully utilised at most of the time throughout experiments. This implies that there
may be constant memory swapping that could further lengthen the completion time. In WordCount,
there are 15 tasks for 4 GB file versus 44 for 6 GB file, in the former case there are enough CPU resources
to run all tasks whereas in the latter all CPU cores are dedicated to run the job, this can be observed in
Figure 5c where CPU usage is at 100% over data processing time whilst it is at nearly 80% for 4 GB file
in Figure 5b.
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Figure 5. CPU and memory usage. (a) 1 GB file; (b) 4 GB file; (c) 6 GB file.

Next, we describe the CPU, memory and network usage performance results. In WordCount of
1 GB job, in Figure 5a memory consumption increases to about 75% and remains steady till the end of
the operation. For CPU utilisation, we can see that it rises from nearly 1% (idle) to nearly 20% (busy)
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and remains unchanged all over the computation process. For network throughput, Figure 6a shows
that there is no significant traffic activity, at the beginning of the job, data are received by workers at
the rate of 40 kb/s, and this is the client (namenode) request message for workers to start computing.
For files of 4 GB and 6 GB, we noted the same behaviour but the increase in CPU and memory usage is
more prominent. For instance, in Figure 5b for 4 GB file, memory usage increases gradually from 50%
to 100% in about 70 s and CPU goes up from nearly 1% to 30% in the tasks submission stage and then
sharply reaches 80% at the second 40 for the count stage as indicated in the log files.
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Figure 6. Network transmission (TX) and reception (RX) rates. (a) 1 GB file; (b) 4 GB file; (c) 6 GB file.

As reflected by Figure 5c the increase is sharper for the 6 GB file where both memory and CPU
reach 100%. In the 6 GB file, as explained above, since there are more tasks (46 tasks) than available
CPU cores (44 cores), the CPU and memory are exhaustively used for an extended period of time.
Moreover, we observe the same two stages as in the 4 GB file.

In Sort, CPU and network usage patterns are different from those observed in WordCount job.
For example, in Figure 5a for the 1 GB job, CPU usage increases to the same level as WordCount job
for the same file size, and it remains steady throughout the experiment, but at the end of the job CPU
decreases dramatically to a very low level and then suddenly reaches a peak. When analysing log files,
we have found an explanation for these changes. In the beginning, tasks submission stage takes a few
seconds to complete, this is happening also in WordCount, it explains both CPU and memory increase
to 30% and 60% respectively. Afterwards, map stage starts and consumes most of the time taken by the
job, lastly the shuffling process causes the peak witnessed by CPU usage.

In addition, Sort is accompanied with a peak in the network transmission and reception rates
where they reach nearly 3.2 Mbps as shown in Figure 6a. Same changes have been witnessed for 4 GB
and 6 GB files but with quantitative differences. For instance, as illustrated in Figure 6b,c network
transmission and reception rates reach at the end of the Sort job 9.6 Mbps and nearly 11.2 Mbps for
4 GB and 6 GB files respectively. CPU and memory usages increase as well to nearly 80% and 100% for
4 GB file and to 100% and 100% for 6 GB file respectively as reflected in Figure 5b,c. These changes
are explained above by the fact that Sort job witnesses three phases; task submission, map, and shuffling.
In the shuffling stage, a high network activity is noticed at the end of Sort job (e.g., Figure 5a at 130 s,
Figure 5b at 140 s, and Figure 5c at 235 s). Furthermore, outputs coming from workers need to be
consolidated to have the final result, this is achieved in the reduce stage (combining results of workers)
and it causes the high CPU and memory usage.

Regarding the energy consumption, through Figures 7a and 8a we can obviously observe that
actual energy consumption depends on the job sizes. It is slightly higher for 6 GB files than for 1 GB
and 4 GB files in both WordCount and Sort jobs. To confirm this observation, we run WordCount and
Sort on file of 8 GB, even with some task failures on some Raspberry Pis, we noticed the behaviour
more clearly as shown in Figures 7b and 8b. Therefore, workload affects the energy consumption,
the more intensive the workload is, the more important is the energy consumption by the Raspberry
Pi device.
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Figure 7. Energy measurement in a Raspberry Pi Worker node in WordCount job. (a) WordCount Job
(1-4-6 GB files); (b) WordCount Job (1-4-8 GB files).
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Figure 8. Energy measurement in a Raspberry Pi Worker node in Sort job. (a) Sort job (1-4-6 GB files);
(b) Sort job (1-4-8 GB files).

5.3. Spark and HDFS in Docker-Based Virtualised Environment

In the second phase of our experiments, we present results from virtualised environment, followed
by comparing and contrasting the results with that of native ones.

We first have a look at the job completion time as shown in Table 2. At the first glance, we can
clearly see that job completion times for 1 GB and 4 GB exhibit fractional difference, smaller than 3%,
between native and virtualised platforms for both WordCount and Sort.

Table 2. Execution times for WordCount and Sort jobs in Virtualised Environment.

File Size WordCount in Docker Sort in Docker

1 GB 58.2 s 121.1 s
4 GB 64.7 s 132.2 s
6 GB 116.5 s 236.5 s

However, in WordCount of 6 GB file, execution with Docker clearly takes more time than the case
without it, at 109.8 s and 116.5 s respectively, an increase of nearly 6.1%. Similarly, Sort on the 6 GB
file takes more time in Docker than in the native environment, an increase from 224.8 s to 236.5 s,
representing 5.2% longer completion time.
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5.3.1. Virtualisation Impact on CPU and Memory Usage

Figure 9a shows that CPU usage, in 1 GB file WordCount job, has same behaviour in both native and
virtualised environments but with a few irregularities where Docker is running (at 20-th and 50-th s).
Memory consumption is higher in virtualised platform as Docker daemon requires already memory
resources to run its processes. In WordCount of 4 GB file, CPU and memory usages have the same
patterns in both environments (Figure 9b). Whereas, in WordCount of 6 GB file, we have noticed
remarkable difference in the CPU usage, Figure 9c shows that it is more important and extended in the
virtualised set-up.
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Figure 9. CPU and memory usage in WordCount job. (a) 1 GB file; (b) 4 GB file; (c) 6 GB file.

In Sort job of 1 GB file, the difference only resides in the memory usage. With Docker, memory
consumption is higher than is the case in the native environment as unveiled in Figure 10a. We have
also noticed a few irregularities in CPU usage in virtualised environment. As for the 4 GB Sort job,
Figure 10b demonstrates nearly identical patterns in both environments. Figure 10c demonstrates a
more obvious difference in CPU utilisation between two environments in which virtualised platform
exhausts CPU resource earlier and for longer periods of time.
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Figure 10. CPU and memory usage in Sort job. (a) 1 GB file; (b) 4 GB file; (c) 6 GB file.

These set of experiments have demonstrated that virtualisation incurs a more prominent overhead
when the jobs are more demanding.

5.3.2. Virtualisation Impact on Network Usage

Figure 11a shows that WordCount does not produce significant network traffic with two spikes at
the rate of 140 kb/s. Similarly, Figure 11b shows very small difference in network throughput for 4 GB
job in WordCount. However, the network behaviour becomes different for 6 GB job. Network reception
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rate becomes more intensive in the native environment than it is in the virtualised counterpart as
shown in Figure 11b. For example, at 28-th s reception rate in virtualised environment reaches nearly
600 kb/s while in the native environment it is nearly at 900 kb/s.
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Figure 11. Transmission (TX) and reception (RX) rates in WordCount job. (a) 1 GB file; (b) 4 GB file;
(c) 6 GB file.

In Sort job, we have noticed a different network behaviour from the case in WordCount.
In Figure 12a there is a high network traffic at the end of the experiment, this is a consequence of the
shuffling process where workers are sharing results for consolidation. Reception and transmission rates
are more intensive in the native environment than where Docker is running. In Figure 12b we have
found identical behaviour in network usage in both environments, however the rate is higher than it is
in 1 GB file for the same job; transmission and reception rates reach nearly 9.600 Mbps.

0

500

1,000

1,500

2,000

2,500

3,000

3,500

 0  20  40  60  80  100  120  140

kb
/s

Time (s)

TX Virtualised
TX Native

RX Virtualised
RX Native

(a)

0
1,000
2,000
3,000
4,000
5,000
6,000
7,000
8,000
9,000

10,000

 0  20  40  60  80  100 120 140 160

kb
/s

Time (s)

TX Virtualised
TX Native

RX Virtualised
RX Native

(b)

0

2,000

4,000

6,000

8,000

10,000

12,000

 0  50  100  150  200  250  300

kb
/s

Time (s)

TX Virtualised
TX Native

RX Virtualised
RX Native

(c)

Figure 12. Transmission (TX) and reception (RX) rates in Sort job. (a) 1 GB file; (b) 4 GB file; (c) 6 GB file.

Lastly, we can see from Figure 12c that network usage is remarkably more intensive in the native
environment. For instance reception and transmission rates reach 11.2 Mbps in the native environment
while they are at nearly only 8 Mbps in virtualised one. The difference is about 3.2 Mbps or 28.6%.

5.3.3. Virtualisation Impact on Energy Consumption

In this section, we will investigate how much overhead, if any, virtualisation has in terms of
energy consumption.

Figure 13a depicts the energy consumed by a Raspberry Pi cluster worker member when it is
involved in WordCount job on 1 GB file, energy levels are very similar. However for WordCount on 4 GB
file, energy is more important in the native environment than in virtualised one as shown in Figure 13b.
However, in WordCount for 6 GB job, as revealed in Figure 13c energy level becomes clearly higher
when jobs are running inside Docker containers. It arises from 3.66×10−5 Joule to 3.71×10−5 Joule, so
an increase of 1.3%. For Sort job, same patterns have been observed for the case of 4 GB and 6 GB jobs
as shown in Figure 14b,c.
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Figure 13. Energy measurement in WordCount job. (a) 1 GB file; (b) 4 GB file; (c) 6 GB file.
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Figure 14. Energy measurement in Sort job. (a) 1 GB file; (b) 4 GB file; (c) 6 GB file.

6. Conclusions

In this paper, we have designed and presented a set of extensive experiments on a Raspberry
Pi cloud using Apache Spark and HDFS. We have evaluated their performance through CPU and
memory usage, Network I/O, and energy consumption. In addition, we have investigated the
virtualisation impact introduced by Docker, a container-based solution that relies on resources isolation
features available on Linux kernel. Unfortunately, it has not been possible to use Virtual Machines as a
virtualisation layer because this technology is not yet supported in the current releases on Raspberry Pi.

Our results have shown that the virtualisation effect becomes more clear and distinguishable
with high workloads, e.g., when operating on a big amount of data. In a virtualised environment,
CPU and memory consumption becomes higher, network throughput decreases, and burstiness occurs
less often and less intensively. Furthermore, it has been proven that energy level consumed by the
Raspberry Pi arises with the high workload and it is additionally affected by the virtualisation layer
where it becomes more important. As a future work, we are interested in attenuating the virtualisation
overhead by investigating a novel traffic management scheme that will take into consideration both
network latency and throughput metrics. This scheme will mitigate network queues and congestion at
the levels of virtual appliances deployed in the virtualised environment. More precisely, it will rely on
three keystones; (1) controlling end-hosts packets rate; (2) virtual machines and network functions
placement; and (3) fine-grained load-balancing mechanism. We believe this will improve the network
and applications performance but it will not have a significant impact on the energy consumption.
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